**알고리즘YD 20212127 송하성**

**11주차 과제**

**[예제 1] 이진 검색트리 구축 : 학생 ID와 SCORE를 입력받고 검색하기**

|  |
| --- |
| C |
| #define \_CRT\_SECURE\_NO\_WARNINGS  #include <stdio.h>  #include <stdlib.h>  //p. 261,260코드 복붙(key값 = 학생id)기준  struct tree {  int key;  float score;  struct key\* left;  struct key\* right;  };  int Insert\_node(struct tree\* root, int key, float score);  struct tree\* search(struct tree\* root, int key);  void inorder(struct tree\* root); // 중위  int main() {  int key; float score;  struct tree\* root = NULL, \* find;  printf("학생 ID와 Score를 입력하시오 : ");  scanf("%d %f", &key, &score);  while (key) {  if (root) {  Insert\_node(root, key, score);  }  else {  root = malloc(sizeof(struct tree));  root->left = root->right = NULL;  root->key = key;  root->score = score;  }  printf("학생 ID와 Score를 입력하시오 : ");  scanf("%d %f", &key, &score);  }  printf("\n검색할 ID를 입력하시오 : \n");  scanf("%d", &key);  find = search(root, key);  if (find) {  printf("%d %f\n", find->key, find->score);  }  else {  printf("404 not found\n");  }  printf("\n----< 성적 나열 >----\n");  inorder(root);  }  int Insert\_node(struct tree\* root, int key, float score) {  // root 값은 이미 설정 되었음  struct tree\* tptr = root, \* before = NULL, \* node;  while (tptr) {  before = tptr;  if (key < tptr->key)  tptr = tptr->left;  else if (key > tptr->key)  tptr = tptr->right;  else  return 0;  }  tptr = malloc(sizeof(struct tree));  tptr->left = tptr->right = NULL;  tptr->key = key; tptr->score = score;  if (key < before->key)  before->left = tptr;  else  before->right = tptr;  return 1;  }  struct tree\* search(struct tree\* root, int key) {  while (root) {  if (root->key == key)  return root;  else if (root->key > key)  root = root->left;  else  root = root->right;  }  return NULL;  }  void inorder(struct tree\* root) {  if (root) {  inorder(root->left);  printf("%d %f\n", root->key, root->score);  inorder(root->right);  }  } |
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**[예제 2]**

|  |
| --- |
| C |
| #define \_CRT\_SECURE\_NO\_WARNINGS  #include <stdio.h>  #include <stdlib.h>  //p.260, 261변형 => 문자열 비교  struct tree {  char\* word;  struct key\* left;  struct key\* right;  };  int Insert\_node(struct tree\* root, char \* word);  struct tree\* search(struct tree\* root, char\*word);  void inorder(struct tree\* root); // 중위  int main() {  int word[15];  struct tree\* root = NULL, \* find;  printf("검색 트리에 저장할 단어를 입력하세요.\n 입력의 끝에는 quit를 입력하세요.\n");  printf("단어 입력 : ");  scanf("%s", word);  while (strcmp(word, "quit")) {  if (root) {  Insert\_node(root, word);  }  else {  root = malloc(sizeof(struct tree));  root->left = root->right = NULL;  root->word = malloc( (strlen(word)+1)\*sizeof(char) );  strcpy(root->word, word);  }  printf("단어 입력 : ");  scanf("%s", word);  }  printf("\n---트리 안의 단어들(사전식 순서)---\n");  inorder(root);  printf("\n검색할 단어를 입력 하시오 : ");  scanf("%s", word);  find = search(root, word);  if (find) {  printf("%s\n", find->word);  }  else {  printf("%s is not exist. \n", root->word);  }  }  int Insert\_node(struct tree\* root, char\* word) {  // root 값은 이미 설정 되었음  struct tree\* tptr = root, \* before = NULL, \* node;  int cmp;  while (tptr) {  before = tptr;  cmp = strcmp(tptr->word, word);  if (cmp == 1)  tptr = tptr->left;  else if (cmp == -1)  tptr = tptr->right;  else  return 0;  }  tptr = malloc(sizeof(struct tree));  tptr->left = tptr->right = NULL;  tptr->word = malloc((strlen(word) + 1) \* sizeof(char));  strcpy(tptr->word, word);  if (cmp == 1)  before->left = tptr;  else  before->right = tptr;  return 1;  }  struct tree\* search(struct tree\* root, char\* word) {  int cmp;  while (root) {  cmp = strcmp(root->word, word);  if (!cmp)  return root;  else if (cmp == 1)  root = root->left;  else  root = root->right;  }  return NULL;  }  void inorder(struct tree\* root) {  if (root) {  inorder(root->left);  printf("%s\n", root->word);  inorder(root->right);  }  } |
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**[예제3]** 위의 프로그램을 node 구조에 count를 첨가시켜 단어를 계속 읽으면서 단어의 출현빈도수를 구하기 위한 프로그램으로 수정하시오. 중위 운행한 결과 알파벳 순서로 단어와 그의 빈도수를 출력하도록 한다. 프로그램을 완성하고 실행하면서 준 입력에 대하여 프로그램 내부에서 만들어지는 이진검색트리의 모양을 그리고 실행 결과를 적으면서 프로그램을 이해하시오.

|  |
| --- |
| C |
| #define \_CRT\_SECURE\_NO\_WARNINGS  #include <stdio.h>  #include <stdlib.h>  struct tree {  char\* word;  int count;  struct key\* left;  struct key\* right;  };  int Insert\_node(struct tree\* root, char\* word);  struct tree\* search(struct tree\* root, char\* word);  void inorder(struct tree\* root);  int main() {  int word[15];  struct tree\* root = NULL, \* find;  printf("단어를 입력받고 단어의 출현빈도수를 구하기 위한 프로그램");  printf("\n(종료시 quit를 입력하시오)\n");  printf("\n단어를 입력하시오 : ");  scanf("%s", word);  while (strcmp(word, "quit")) {  if (root) {  Insert\_node(root, word);  }  else {  root = malloc(sizeof(struct tree));  root->left = root->right = NULL; root->count = 1;  root->word = malloc((strlen(word) + 1) \* sizeof(char));  strcpy(root->word, word);  }  printf("단어를 입력하시오 : ");  scanf("%s", word);  }  printf("\n----<단어 / 출현빈도수>----\n");  inorder(root);  printf("\n검색할 단어를 입력하시오 : ");  scanf("%s", word);  find = search(root, word);  if (find) {  printf("%s %d\n", find->word, find->count);  }  else {  printf("404 not found\n");  }  }  int Insert\_node(struct tree\* root, char\* word) {  // root 값은 이미 설정 되었음  struct tree\* tptr = root, \* before = NULL, \* node;  int cmp;  while (tptr) {  before = tptr;  cmp = strcmp(tptr->word, word);  if (cmp == 1)  tptr = tptr->left;  else if (cmp == -1)  tptr = tptr->right;  else {  tptr->count++;  return 0;  }  }  tptr = malloc(sizeof(struct tree));  tptr->left = tptr->right = NULL;  tptr->count = 1;  tptr->word = malloc((strlen(word) + 1) \* sizeof(char));  strcpy(tptr->word, word);  if (cmp == 1)  before->left = tptr;  else  before->right = tptr;  return 1;  }  struct tree\* search(struct tree\* root, char\* word) {  int cmp;  while (root) {  cmp = strcmp(root->word, word);  if (!cmp)  return root;  else if (cmp == 1)  root = root->left;  else  root = root->right;  }  return NULL;  }  void inorder(struct tree\* root) {  if (root) {  inorder(root->left);  printf("%s %d\n", root->word, root->count);  inorder(root->right);  }  } |

![텍스트, 스크린샷, 블랙, 흑백이(가) 표시된 사진

자동 생성된 설명](data:image/png;base64,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)

**[예제4]** 학생번호(정수형)와 평균평점(실수형)을 자료로 가지는 이진검색트리의 노드 구조(SNODETYPE)를 정의하고 준비한 학생정보를 입력받아 학생번호를 기준으로 이진검색트리를 구성한다. 이렇게 구축된 데이터를 중위운행에 의하여 보여주고 특정학생의 번호를 입력하면 그 학생의 평균평점을 보여 주도록 한다. 평균평점이 4.0 이상인 학생을 보여 주도록 한다.

|  |
| --- |
| C |
| #define \_CRT\_SECURE\_NO\_WARNINGS  #include <stdio.h>  #include <stdlib.h>  // 학생 학번 점수 입력 + 4.0이상 학생 출력 함수 구현 + file 처리  struct tree {  int key;  float score;  struct key\* left;  struct key\* right;  };  int Insert\_node(struct tree\* root, int key, float score);  struct tree\* search(struct tree\* root, int key);  void inorder(struct tree\* root); // 중위  int main(int arg, char\* args[]) {  FILE\* file = fopen(args[1], "r");  int key; float score;  struct tree\* root = NULL, \* find;  fscanf(file, "%d %f", &key, &score);  while (key) {  if (root) {  Insert\_node(root, key, score);  }  else {  root = malloc(sizeof(struct tree));  root->left = root->right = NULL;  root->key = key;  root->score = score;  }  fscanf(file, "%d %f", &key, &score);  }  printf("---------< 성적 조회 >---------\n");  inorder(root);  printf("\n성적을 조회할 id를 입력하시오 : ");  scanf("%d", &key);  find = search(root, key);  if (find) {  printf("%d %f\n", find->key, find->score);  }  else {  printf("404 not found\n");  }  }  int Insert\_node(struct tree\* root, int key, float score) {  // root 값은 이미 설정 되었음  struct tree\* tptr = root, \* before = NULL, \* node;  while (tptr) {  before = tptr;  if (key < tptr->key)  tptr = tptr->left;  else if (key > tptr->key)  tptr = tptr->right;  else  return 0;  }  tptr = malloc(sizeof(struct tree));  tptr->left = tptr->right = NULL;  tptr->key = key; tptr->score = score;  if (key < before->key)  before->left = tptr;  else  before->right = tptr;  return 1;  }  struct tree\* search(struct tree\* root, int key) {  while (root) {  if (root->key == key)  return root;  else if (root->key > key)  root = root->left;  else  root = root->right;  }  return NULL;  }  void inorder(struct tree\* root) {  if (root) {  inorder(root->left);  printf("%d %f\n", root->key, root->score);  inorder(root->right);  }  } |
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